## Bài 59: Đệ quy trong C++ (Recursion)

**Dẫn nhập**

Ở bài học trước, Kteam đã chia sẻ cho các bạn về [CON TRỎ HÀM TRONG C++](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/con-tro-ham-trong-c-function-pointers-3916). Đó là những kiến thức khá quan trọng mà bạn cần nắm trong C++.

Hôm nay, chúng ta sẽ cùng tìm hiểu về **Đệ quy trong C++ (Recursion)**.

**Nội dung**

Để đọc hiểu bài này tốt nhất các bạn nên có kiến thức cơ bản về:

* [CƠ BẢN VỀ HÀM VÀ GIÁ TRỊ TRẢ VỀ](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/co-ban-ve-ham-va-gia-tri-tra-ve-basic-of-functions-and-return-values-1339)

Trong bài ta sẽ cùng tìm hiểu các vấn đề:

* Đệ quy là gì?
* Điều kiện dừng (điều kiện cơ sở)
* Một số bài toán đệ quy kinh điển
* Đệ quy so với vòng lặp

**Đệ quy là gì?**

Trong lập trình, **một hàm được gọi là đệ quy nếu bên trong thân hàm có một lời gọi đến chính nó**.

Hàm đệ quy luôn có **điều kiện dừng** được gọi là “điểm neo”. Khi đạt tới điểm neo, hàm sẽ không gọi chính nó nữa.

Khi được gọi, hàm đệ quy thường được truyền cho một tham số, thường là kích thước của bài toán lớn ban đầu. Sau mỗi lời gọi đệ quy, tham số sẽ nhỏ dần, nhằm phản ánh bài toán đã nhỏ hơn và đơn giản hơn. Khi tham số đạt tới một **giá trị cực tiểu** (tại điểm neo), hàm sẽ chấm dứt.

**Ví dụ:**

* [**C++**](https://howkteam.vn/learn)

1 #include <iostream>

**2 using** **namespace** **std**;

3

**4 void** countDown(**int** count)

5 {

6 **cout** << "push " << count << '\n';

7 countDown(count - 1); // countDown() tự gọi lại chính nó

8 }

9

**10 int** main()

11 {

12 countDown(3);

13

14 **return** 0;

15 }

16

**Output:**

![ Đệ quy trong C++ (Recursion)](data:image/png;base64,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)

Khi **countDown(3)** được gọi, thì "**push 3**" được in ra và **countDown(2)** được gọi. Sau đó **countDown(2)** in "**push 2**" và gọi **countDown(1)**. Sau đó **countDown(1)**in "**push 1**" và gọi **countDown(0)**. Theo trình tự, trong hàm **countDown(n)** sẽ gọi **countDown(n-1)**, việc này được lặp lại vô hạn, đây là một hàm đệ quy lặp vô hạn.

Trong bài [HÀM NỘI TUYẾN TRONG C++ (Inline functions),](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/ham-noi-tuyen-trong-c-inline-functions-3894) bạn đã biết khi một hàm được gọi, nó sẽ được đưa vào **ngăn xếp** (stack), hàm đệ quy cũng vậy, mỗi lần gọi chính nó thì nó lại được đưa vào ngăn xếp (stack), nếu như không có điểm dừng, hoặc gọi mãi mà chưa tới điểm dừng, sẽ dễ xảy ra tình trạng tràn bộ nhớ ngăn xếp (stack).

**Điều kiện dừng (điều kiện cơ sở)**

Hàm đệ quy phải có một điều kiện kết thúc đệ quy, nếu không chương trình sẽ lặp vô hạn (đến khi tràn bộ nhớ ngăn xếp). **Điều kiện dừng**của hàm đệ quy gọi là điều kiện cơ sở.

**Ví dụ:**

* [**C++**](https://howkteam.vn/learn)

1 #include <iostream>

**2 using** **namespace** **std**;

3

**4 void** countDown(**int** count)

5 {

6 **cout** << "push " << count << '\n';

7

8 **if** (count > 1) // điều kiện dừng

9 countDown(count - 1);

10

11 **cout** << "pop " << count << '\n';

12 }

13

**14 int** main()

15 {

16 countDown(3);

17 **return** 0;

18 }

19

**Output:**

![ Đệ quy trong C++ (Recursion)](data:image/png;base64,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)

Trong chương trình trên, do có **điều kiện kết thúc** (count > 1), nên trong hàm **countDown(1)**không gọi **countDown(0)**, vì vậy "**pop 1**" được in ra và kết thúc hàm **countDown(1)**. Lúc này, hàm**countDown(1)** bật ra khỏi ngăn xếp, hàm **countDown(2)** tiếp tục thực thi tại vị trí sau lời gọi hàm **countDown(1)**, do đó "**pop 2**" được in ra. Tuần tự đến khi thoát ra toàn bộ các lời gọi hàm đệ quy.

**Một số bài toán đệ quy kinh điển**

**Bài toán tính giai thừa**

Cho**n** là một số tự nhiên (n>=0). Hãy tính giai thừa của n (**n!**) biết rằng 0! = 1 và n! = (n-1)! \* n.

**Phân tích:**

Theo giả thiết, ta có :**n! = (n-1)! \* n**. Như vậy :

* Để tính**n!** ta cần phải tính **(n-1)!**
* Để tính **(n-1)!**ta phải tính **(n-2)!**
* …

Cứ như vậy, cho tới khi gặp trường hợp **0!**. Khi đó ta lập tức có được kết quả là **1**, không cần phải tính thông qua một kết quả trung gian khác.

* [**C++**](https://howkteam.vn/learn)

**1 long** GiaiThua(**int** n)

2 {

3 **if** (n == 0)

4 {

5 **return** 1; // điều kiện dừng

6 }

7

8 **return** n \* GiaiThua(n - 1); // gọi đệ quy

9 }

10

**Dãy Fibonaci**

**Dãy Fibonaci** là dãy vô hạn các số tự nhiên. Số Fibonaci thứ **n**, ký hiệu **F(n)**, được định nghĩa như sau :

* **F(n) = 0**, nếu **n = 0**
* **F(n) = 1,**nếu**n = 1**
* **F(n) = F(n-1) + F(n-2)**, nếu **n > 1**

**Yêu cầu:** tính số fibonaci thứ n với n cho trước.

* [**C++**](https://howkteam.vn/learn)

1 #include <iostream>

**2 using** **namespace** **std**;

3

**4 int** fibonacci(**int** number)

5 {

6 **if** (number == 0)

7 **return** 0; // điều kiện dừng

8 **if** (number == 1)

9 **return** 1; // điều kiện dừng

10 **return** fibonacci(number - 1) + fibonacci(number - 2);

11 }

12

**13 int** main()

14 {

15 // in dãy 15 số fibonacci

16 **for** (**int** count = 0; count < 15; ++count)

17 **cout** << fibonacci(count) << " ";

18

19 **return** 0;

20}

21

**Output:**0 1 1 2 3 5 8 13 21 34 55 89 144 233 377

**Đệ quy so với vòng lặp**

Một câu hỏi thường gặp là: "**Tại sao lại sử dụng hàm đệ quy trong khi bạn có thể thực hiện với vòng lăp (vòng lặp for hoặc while )?**".

Thông thường, các bài toán đệ quy có thể giải quyết bằng vòng lặp. Tuy nhiên, hàm đệ quy giúp code dễ đọc và đơn giản hơn.

**Ví dụ:** in dãy fibonaci

* [**C++**](https://howkteam.vn/learn)

1 #include <iostream>

**2 using** **namespace** **std**;

3

**4 int** main()

5 {

6 **int** n1 = 0;

7 **int** n2 = 1;

8

9 **for** (**int** i = 1; i <= 15; ++i)

10 {

11 **cout** << n1 << " ";

12

13 **int** nextTerm = n1 + n2;

14 n1 = n2;

15 n2 = nextTerm;

16 }

17

18 **return** 0;

19 }

20

**Output:**0 1 1 2 3 5 8 13 21 34 55 89 144 233 377

Sử dụng vòng lặp thường có hiệu suất cao hơn so với phiên bản hàm đệ quy. Vì khi một hàm được gọi, chương trình sẽ tốn một lượng chi phí cho việc đưa hàm vào ngăn xếp (stack).

**Chú ý:** Ưu tiên sử dụng vòng lặp thay vì đệ quy.

**Kết luận**

Qua bài học này, bạn đã nắm được khái niệm Đệ quy trong C++ (Recursion) và những bài toán cơ bản về đệ quy.